**java synchronized的使用**

在多线程应用中，经常要考虑到线程同步问题，Java中内置了语言级的同步原语synchronized。

1. **synchronized的使用**

synchronized的使用主要有方法同步、块同步、对象同步和类同步。

1. 方法同步

class Account {  
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}

注：

1. 某个对象实例内，synchronized aMethod(){}可以防止多个线程同时访问这个对象的synchronized方法（如果一个对象有多个synchronized方法，只要一个线程访问了其中的一个synchronized方法，其它线程不能同时访问这个对象中任何一个synchronized方法）。这时，不同的对象实例的synchronized方法是不相干扰的。也就是说，其它线程照样可以同时访问相同类的另一个对象实例中的synchronized方法；
2. 是某个类的范围，synchronized static myStaticMethod{}防止多个线程同时访问这个类中的synchronized static 方法。它可以对类的所有对象实例起作用；
3. synchronized关键字是不能继承的，也就是说，基类的方法synchronized myMethod(){} 在继承类中并不自动是synchronizedmyMethod(){}，而是变成了myMethod(){}。继承类需要你显式的指定它的某个方法为synchronized方法。
4. 块同步：

通过 synchronized关键字来声明synchronized 块。语法如下：    
synchronized(syncObject) {    
 //允许访问控制的代码  
}    
synchronized 块是这样一个代码块，其中的代码必须获得对象 syncObject （如前所述，可以是类实例或类）的锁方能执行，具体机制同前所述。由于可以针对任意代码块，且可任意指定上锁的对象，故灵活性较高。

注：synchronized(this)的一些理解

1. 当两个并发线程访问同一个对象object中的这个synchronized(this)同步代码块时，一个时间内只能有一个线程得到执行。另一个线程必须等待当前线程执行完这个代码块以后才能执行该代码块。
2. 当一个线程访问object的一个synchronized(this)同步代码块时，另一个线程仍然可以访问该object中的非synchronized(this)同步代码块。
3. 当一个线程访问object的一个synchronized(this)同步代码块时，其他线程对object中所有其它synchronized(this)同步代码块的访问将被阻塞。
4. 第三个例子同样适用其它同步代码块。也就是说，当一个线程访问object的一个synchronized(this)同步代码块时，它就获得了这个object的对象锁。结果，其它线程对该object对象所有同步代码部分的访问都被暂时阻塞。
5. 以上规则对其它对象锁同样适用
6. 对象同步：

public void method3(SomeObject so){

    synchronized(so){   
       //…..   
    }

}

这时，锁就是so这个对象，谁拿到这个锁谁就可以运行它所控制的那段代码。

注：如果你的类中有一个对象同步方法，这个方法可以被两个不同的线程同时执行，只要每个线程自己创建一个的该类的实例对象即可。

类同步：

要实现真正的断面，你必须同步一个全局对象或者对类进行同步。

class Foo extends Thread{   
　private int val;   
　public Foo(int v){   
　　val = v;   
　}   
　public void printVal(int v){   
　　synchronized(Foo.class) {   
　　　while(true)  
　　　　System.out.println(v);   
　　}   
　}   
　public void run(){   
　　printVal(val);   
　}

}

注：上面的类不再对个别的类实例同步而是对类进行同步。对于类Foo而言，它只有唯一的类定义，两个线程在相同的锁上同步，因此只有一个线程可以执行printVal方法。

对共享资源的同步访问更加安全的技巧：

1． 定义private 的instance变量+它的 get方法，而不要定义public/protected的instance变量。如果将变量定义为public，对象在外界可以绕过同步方法的控制而直接取得它，并改动它。这也是JavaBean的标准实现方式之一。

2． 如果instance变量是一个对象，如数组或ArrayList什么的，那上述方法仍然不安全，因为当外界对象通过get方法拿到这个instance对象的引用后，又将其指向另一个对象，那么这个private变量也就变了，岂不是很危险。 这个时候就需要将get方法也加上synchronized同步，并且，只返回这个private对象的clone()――这样，调用端得到的就是对象副本的引用了

1. **锁优化**

线程的阻塞和唤醒需要CPU从用户态转为核心态，频繁的阻塞和唤醒对CPU来说是一件负担很重的工作，势必会给系统的并发性能带来很大的压力。因此需要对锁进行优化。

1. 自旋锁

让该线程等待一段时间，不会被立即挂起，看持有锁的线程是否会很快释放锁。

虽然它避免线程切换带来的开销，但它占用了处理器的时间。如果持有锁的线程很快就释放了锁，那么自旋的效率就非常好，反之，自旋的线程就会白白消耗掉处理的资源，它不会做任何有意义的工作，反而会带来性能上的浪费。因此自旋等待的时间（自旋的次数）必须要有一个限度，如果自旋超过了定义的时间仍然没有获取到锁，则应该被挂起。

1. 自适应自旋锁

JDK 1.6引入了更加聪明的自旋锁，即自适应自旋锁。

线程如果自旋成功了，那么下次自旋的次数会更加多，因为虚拟机认为既然上次成功了，那么此次自旋也很有可能会再次成功，那么它就会允许自旋等待持续的次数更多。反之，如果对于某个锁，很少有自旋能够成功的，那么在以后要或者这个锁的时候自旋的次数会减少甚至省略掉自旋过程，以免浪费处理器资源。

1. 锁消除

使用同步锁时，需要让同步块的作用范围尽可能小——仅在共享数据的实际作用域中才进行同步，这样做的目的是为了使需要同步的操作数量尽可能缩小，如果存在锁竞争，那么等待锁的线程也能尽快拿到锁。

1. 锁粗化

一系列的连续加锁解锁操作，可能会导致不必要的性能损耗。锁粗化就是将多个连续的加锁、解锁操作连接在一起，扩展成一个范围更大的锁。

1. 偏向锁

首先检查这个对象头的MarkWord是不是储存着这个线程的ID。如果是，那么直接进去而不需要任何别的操作。如果不是，那么分为两种情况。1，对象的偏向锁标志位为0（当前不是偏向锁），说明发生了竞争，已经膨胀为轻量级锁，这时使用CAS操作尝试获得锁。2，偏向锁标志位为1，说明还是偏向锁不过请求的线程不是原来那个了。这时只需要使用CAS尝试把对象头偏向锁从原来那个线程指向目前求锁的线程。

如果CAS尝试失败，也就是说发生了竞争，有别的线程和它抢锁并且抢赢了，那么这个情况下，它就会要求撤销偏向锁（因为发生了竞争）。

1. 轻量锁

JVM会先在当前线程的栈帧中创建用于存储锁记录的空间，并将对象头中的Mark Word复制到锁记录中，官方成为Displaced Mark Word。然后线程尝试使用CAS将对象头中的Mark Word替换为指向锁记录的指针。

cas如果成功，当前线程获得锁；如果失败，表示其他线程竞争锁，当前线程便尝试使用自旋锁来获取锁；如果仍未获取到锁，则升级为重量级锁。

1. 重量级锁

重量级锁通过对象内部的监视器（monitor）实现，其中monitor的本质是依赖于底层操作系统的Mutex Lock实现，操作系统实现线程之间的切换需要从用户态到内核态的切换，切换成本非常高。

1. **CAS**

CAS通过调用JNI的代码实现的。compareAndSwapInt就是借助C来调用CPU底层指令实现的。

CAS的缺点：

1. ABA问题。通过AtomicStampedReference或者在变量前面追加上版本号，每次变量更新的时候把版本号加一的方法解决；
2. 循环时间长开销大；
3. 只能保证一个共享变量的原子操作，要实现多个共享变量的原子操作，可以把多个共享变量合并成一个共享变量来操作。
4. **锁底层原理**
5. 处理器自动保证基本内存操作的原子性

处理器保证从系统内存当中读取或者写入一个字节是原子的，意思是当一个处理器读取一个字节时，其他处理器不能访问这个字节的内存地址。

1. 使用总线锁保证原子性

总线锁就是使用处理器提供的一个LOCK＃信号，当一个处理器在总线上输出此信号时，其他处理器的请求将被阻塞住,那么该处理器可以独占使用共享内存。

1. 使用缓存锁保证原子性

总线锁定把CPU和内存之间通信锁住了，这使得锁定期间，其他处理器不能操作其他内存地址的数据，所以总线锁定的开销比较大。而缓存锁在同一时刻我们只需保证对某个内存地址的操作是原子性即可。

“缓存锁定”就是如果缓存在处理器缓存行中内存区域在LOCK操作期间被锁定，当它执行锁操作回写内存时，处理器不在总线上声言LOCK＃信号，而是修改内部的内存地址，并允许它的缓存一致性机制来保证操作的原子性，因为缓存一致性机制会阻止同时修改被两个以上处理器缓存的内存区域数据，当其他处理器回写已被锁定的缓存行的数据时会使缓存行无效

有两种情况下处理器不会使用缓存锁定：

1. 当操作的数据不能被缓存在处理器内部，或操作的数据跨多个缓存行（cache line），则处理器会调用总线锁定。
2. 有些处理器不支持缓存锁定。对于Inter486和奔腾处理器,就算锁定的内存区域在处理器的缓存行中也会调用总线锁定。
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